
A Software Configuration Management Course

Ulf Asklund, Lars Bendix

Department of Computer Science, Lund Institute of Technology, Box 118,
SE-221 00 Lund, Sweden

{ulf|bendix}@cs.lth.se

Abstract. Software Configuration Management has been a big success in re-
search and creation of tools. There are also many vendors in the market of sell-
ing courses to companies. However, in the education sector Software Configu-
ration Management has still not quite made it – at least not into the university
curriculum. It is either not taught at all or is just a minor part of a general
course in software engineering. In this paper, we report on our experience with
giving a full course entirely dedicated to Software Configuration Management
topics and start a discussion of what ideally should be the goal and contents of
such a course.

1   Introduction

In the call for papers for the SCM workshop it says: "The discipline of software con-
figuration management (SCM) provides one of the best success stories in the field of
software engineering. With the availability of over a hundred commercial SCM sys-
tems that together form a billion dollar marketplace, and the explicit recognition of
SCM by such standards as the CMM and ISO-9000, the discipline has established
itself as one of the essential cornerstones of software engineering.".

The call furthermore says that "SCM is a well-established discipline". This, how-
ever, apparently does not apply to the educational aspects of SCM. To the best of our
knowledge universities only teach SCM as a small part of a more general course in
software engineering – or not at all. If one wants to teach a more extensive course on
SCM topics, there is very little help to get with regards to the contents of such a
course. Most books on the subject, like Berlack [10], Leon [24] and many more, all
follow  the traditional way of looking at SCM as consisting of "the four activities":
configuration identification, configuration control, configuration status accounting and
configuration audit. This more formal approach to SCM is, however, in our opinion an
experience not quite suited for university students.

At Lund Institute of Technology, we have had the possibility to develop a full
course dedicated entirely to SCM topics. In this paper, we want to report our experi-
ence from two years of teaching this course. We also want to start a discussion of what
topics could be included in such a course and how SCM can be taught in a full course
of its own as well as inside a software engineering course.



In the following, we will first describe how our course is given and what is in the
course. Then we discuss the considerations that led to the contents that the course has
today. This is followed by a discussion of the pedagogical considerations that we have
had. Finally, we reflect on the experience we have gained from the first two years of
giving the course, describe our plans for future changes to the course and draw our
conclusions.

2   Description of the course

The course we give is at undergraduate level. The students are following the last years
of their education and as a prerequisite for following this course they must have taken
the project "Program development in groups" in which they in groups of 10 students
during a period of 7 weeks develop a software product, thus facing many of the prob-
lems addressed by SCM.

What are the goals of the course? Given the amount of resources we have available
for this dedicated course, we can be rather ambitious. We can prepare our students for
many of the situations that they will meet in industry after they graduate. Most of our
students will probably make a career in industry and from an SCM perspective the
course should guarantee that they are qualified to cover positions ranging from devel-
oper through project leader to SCM expert or manager. The course is optional, so we
can count on the students following it out of interest.

If we look at SCM, it is related to many different roles on a company-wide scale.
We have distinguished at least the following roles: developers, SCM wizards, project
leaders, SCM experts or managers, SCM tool administrators, quality assurance and
test, release people, and SCM tool developers. An ambitious SCM course should
consider the needs of all these roles. The goals for our course are to provide the de-
veloper with knowledge of traditional SCM, comprehension of problems and solutions
in development in groups and application of work models including the use of func-
tionality like merge and diff. In addition to what the developer learns, the SCM wizard
on a project team should have an analytical insight into problems and solutions in
SCM for groups and should reach application level for tasks that are more rarely per-
formed, such as weekly builds, creating branches and doing releases. The project
leader needs to have comprehension of the SCM problems and solutions encountered
by developers and he should reach application of traditional SCM including CCBs and
SCM plans. An SCM expert or manager should ideally know everything. In our course
we want to bring the students to a level where they can analyse SCM problems di-
rectly related to developers, synthesise one or more possible solutions and evaluate
these solutions. In the present course, we choose to leave out the roles of SCM tool
administrator and SCM tool developer, the first being too tool specific and the latter
too advanced. For the quality assurance and test roles, we consider their needs to be at
a usage level and thus a sub-set of the developer's needs. Likewise we consider, in
part, the needs of release people to be covered by what is taught for the SCM wizard
role.



Our SCM course lasts 7 weeks. Each week we have two lectures, one exercise ses-
sion and one session in the computer lab – each of the duration of two hours. Each
week is entirely dedicated to a specific theme and starts with a lecture that gives the
basics of the theme. Then there is an exercise session where the students, based on
open questions, discuss the theme of the week in small groups of 3-4 students. This is
followed by a second lecture on the theme of the week. This lecture starts with student
presentations of their results from the previous exercise session, followed by a in-
depth treatment of topics within the theme. Finally there is a session in the computer
lab, where the students work in the same groups as during the exercise sessions. The
computer labs do not follow the themes, but aim at giving practical hands-on experi-
ence with two tools, CVS and ClearCase. There are five computer labs and six exer-
cise sessions, which gives a total of 50 hours for the whole course, not including the
time the students use for preparation and reading literature.

The themes that are treated in the course are the following:
1. introduction, motivation and overview
2. collaboration (construction site)
3. workspace (study)
4. repository (library)
5. traditional configuration management
6. SCM relations to other domains
7. wrap up, summary and question hour

Theme 1 is introduction, motivation and overview. The first lecture introduces
SCM and gives some example scenarios of program development to motivate the
students and explain why SCM is important. The exercise session is used for team-
building, forming the groups that will work together during the rest of the exercise
sessions, during the computer labs, and for the examination. We also use the first
exercise session to get information about the students' background and their expecta-
tions to the course. The second lecture gives an overview of SCM and the rest of the
course. The literature used for this theme is chapters from Babich [6].

Themes 2, 3 and 4 all deal with what a developer needs from SCM and to describe
these aspects we use three metaphors [9]: a construction site, a study, and a library. A
developer needs to collaborate with others (a construction site), to create a workspace
where he can work undisturbed (a study), and a place where he and others can store
the results of their work (a library). Common for the exercise sessions during these
three themes is that we also use the metaphors to facilitate the discussions and that
each group has to produce one slide containing the most interesting/surprising result
from their discussions to be presented (by them) and discussed briefly during the fol-
lowing lecture.

Theme 2 – the construction site: The first lecture is basics about co-ordination and
communication. The exercise session focuses on the importance of planning, co-
ordination and communication and the second lecture goes more in-depth with work
models and how geographical distribution affects SCM. Literature used is excerpts
from [25], parts of [2] and a chapter from [30].

Theme 3 – the study: The first lecture is basics about roles, versioning and work-
spaces. The exercise session discusses what a workspace should look like to make it



possible for the developer to get his work done. The in-depth lecture is about SCM
models and merging. Literature is excerpts from [31], [7] and [19].

Theme 4 – the library: The basics here are repository structures, identification and
history. In the exercise session students discuss possible solutions for versioning,
branching, selection and representing dependencies. The in-depth lecture covers ver-
sioning models and branching patterns. Literature is excerpts from [21], [3] and [1].

Theme 5 deals with the traditional way of looking at SCM as consisting of "the four
activities". The first lecture explains configuration identification and configuration
control with its main emphasis on the change process and the role and functioning of
the change control board (CCB). The second lecture covers the remaining activities of
configuration status accounting and configuration audit. Furthermore this lecture cov-
ers CM plans and roles. This week's exercise session is not strictly connected to the
theme, as the session comes between the two lectures. Exercises are more focused
discussion questions than the previous weeks and relate to the identification, structur-
ing and process aspects of themes 2-4 seen in the light of this week's first lecture. As
literature we use chapters from [14] and excerpts from [24] and [13].

Theme 6 covers domains related to SCM. We treat product data management
(PDM), open source software development (OSS), software architecture (SA), and the
use of patterns for SCM. Literature is excerpts from [12] for patterns, [8] for SA, [4]
for PDM, and [5] for OSS. During the exercise session this week, the students have to
put the previous weeks' work together within the framework of a CM plan. Based on
their discussions during the metaphor sessions and with the knowledge they now have
about traditional SCM and the purpose and contents of CM plans, they have to con-
struct fragments of a CM plan for an imaginary project. This has to be written up as a
2-3 pages essay that has to be handed in before the examination.

The final theme wraps up the whole course. The pieces that each theme constitutes
are put together again to form a whole. We also look back on what we've been through
and focus on the relationships there are between the themes instead of looking at them
in isolation. The second lecture during the final week is an external lecture. The first
time we had an industrial presentation and the second time a PhD defence. Literature
is excerpts from [15] and [23].

The computer labs are not strictly connected to the themes followed by the lectures
and exercise sessions. Starting week 2 through week 6 there are five labs covering
practical work with the tools CVS (3 labs) and ClearCase (2 labs). Labs are a mixture
of detailed guidance and open ended experiments. The students work in the same
groups as for the exercise sessions.

In the first CVS-lab the students familiarise themselves with the tool. They set up
the repository and use it for simple collaboration using turn-taking. In the second lab
they continue to explore the support for parallel development and automatic merge.
They also make a release that is used in the third lab. The last CVS-lab is focused on
the use of branches for maintenance as well as for experiments/variants. Furthermore,
they investigate the possibilities for creating awareness within a group of developers.
Finally, they have the possibility use tkCVS to compare a graphical interface with a
pure command-based tool.

During the ClearCase-labs the students go through roughly the same set of tasks as
for the CVS-lab, but now getting experience with a different tool. They do not have to



set up the tool and the repository, but they do explore the VOB and the configuration
specifications. They create views exploring different collaboration patterns to discover
the flexibility and power of ClearCase – and the price paid. They also create a release
and turn back to it to create a maintenance branch – and to merge that branch back
into the main line of development.

In the week following the last lecture, we have the examination. It is an oral exami-
nation which uses the essay produced during the last exercise session, but the exami-
nation covers the whole course curriculum. It is carried out in the same groups that the
students work in during exercises and labs, it lasts for 15-20 minutes pr. student and is
a group discussion more than an interrogation. The students get individual grades.

3   Contents considerations

The past two years at Lund Institute of Technology, we have had the opportunity to
teach a full course dedicated to SCM topics only. This course is an optional course for
students in the final years of their masters education in computer science. Usually the
problem is to choose what to put into – and especially what to leave out of – one or
two lectures about SCM given as part of a more general course in software engineer-
ing. Faced with the luxury of a whole course of 50 hours of lectures, exercise and lab
sessions we were unsure whether or not we could actually fill all this time with rele-
vant topics. All our doubts proved to be unfounded – quite on the contrary we found
such a wealth of topics in SCM that even with a full course we were faced with having
to choose between what to include and what to leave out.

With regards to a curriculum for an SCM course we looked around for help, but
found very little guidance. There are a number of papers on the concepts and princi-
ples of SCM starting with papers by Tichy [29] and Estublier [17] from the very first
SCM workshop. These two papers deal with fundamentals like versioning, selection,
configurations and builds. Things that are definitely central and should be covered by
any kind of SCM course. In fact, these topics are an important part of the contents in
our course being treated in themes 2, 3 and 4. However, we do not find the papers
themselves suited as literature because of their orientation towards tools and function-
ality that was of interest for the papers' original audience. This is also the reason why
we chose Babich [6], who gives more motivational examples and less technical detail,
as literature for theme 1 "Overview and motivation". Later on Leblang [23] wrote an
overview paper about the fundamentals of SCM. It treats roughly the same problems
as [29] and [17], but sees SCM as part of an overall process and has more bias to-
wards tasks than tool functionality. In fact, this paper has a more general audience and
made it into the course literature – serving as the final look back tying things together.
More recently Estublier [18] wrote another paper providing a roadmap of the results
that had been obtained by the SCM research community at the turn of the millennium.
It provides an even broader view by including explicitly also co-operative work and
product data management. Topics that are treated in themes 2 and 6 respectively of
our course. Because it is a roadmap, it does not go into any detail. Likewise it is more
focused on research results than on the actual problems they try to solve. For these



reasons we did not find the paper itself suited as literature – though an excellent list of
important topics.

We also looked at general software engineering textbooks like [26] and [28]. By
nature such textbooks cannot cover everything in each of the topics they treat. Both
books provide good overviews of formal as well as more informal aspects of SCM.
Being more hands-on oriented they focus on the activities of configuration identifica-
tion and configuration control for the formal part. The informal parts concerns ver-
sioning, releasing and building of systems. We have included both aspects in our
course, theme 5 covering the formal aspects and themes 2, 3 and 4 the informal as-
pects. Most textbooks that deal with SCM only, like [10] and [24], cover the tradi-
tional way of looking at SCM as consisting of the four activities of: configuration
identification, configuration control, configuration status accounting and configuration
audit. We have dedicated an entire theme to these formal aspects of SCM. However,
in our opinion these aspects may be important, but in the context of a university
course there is much more to SCM than that. This means that we treat all four activi-
ties in one theme (two lectures and one exercise session). As such we can cover the
most important parts, but do not have the time to go into any level of detail. This also
has the consequence that we do not find these books suited as textbooks in their en-
tirety as they convey more details than overview. Two books stand out as exceptions
to the traditional treatment of SCM as consisting of "the four activities". Babich [6]
and later on Mikkelsen and Pherigo [25] take on the developer's perspective and look
at SCM as a set of techniques to handle the individual developer's work and his co-
ordination with the rest of the people on a team. Our experience is that students con-
sider these aspects important and we too find that they are central aspects in the prac-
tice of SCM. As such they are treated carefully and in detail in themes 2, 3 and 4 –
collaboration, workspace and repository respectively. Again neither of these books is
sufficient as a stand-alone textbook, as there is more to SCM than just the developer's
view – however important it might be.

So far the above references have helped in identifying many topics that should be
included in an SCM curriculum. However, none of the references gives any thoughts
or advice about how to balance and structure the topics, neither how to prioritise them.
If we take all of the above mentioned topics and treat all topics in detail we will have
far more material than can be covered even in a course with 50 hours of lectures, ex-
ercise and lab sessions. To the best of our knowledge, the only reference that treats the
curriculum aspect is the Software Engineering Body of Knowledge (SWEBOK) ini-
tiative [27]. It provides an overview of SCM and presents a breakdown of topics along
with a description of each topic. It is a very thorough and detailed work that we would
very much have liked to follow. However, in our opinion it has the weakness that it
considers only traditional SCM, even if it does extend "the four activities" with those
of management of the SCM process and release management and delivery. These two
extensions are still quite remote from what a developer is usually confronted with.
Thus we take note that these six activities are important and should be treated in our
course, but do not think that it can serve as the entire curriculum. As an aside, these
SCM workshops might not be the best forum for a discussion of the contents of an
SCM course as [27] consider these workshops to cover only 5 out of their 44 break-
down topics for SCM.



So we were left with no help when it came down to structuring and prioritising all
the topics that we wanted to crowd our course with. In the end we decided to try to
come up with what we thought would be a proper curriculum for at university course
on SCM. One of the main goals of the course is that the students should master SCM
as support for several roles and levels in a company organisation. Fig. 1 depicts four
such levels: the individual developer, the project, the company and the society.

Fig. 1. The different spheres where SCM is practised.

We based the structure and contents on these roles and levels presented in the pa-
pers [5] and [9]. The students' career in industry is reflected in the spheres seen from
Fig. 1, where they start as developers, have to interact with others in a project, will
become SCM-wizards on their project, will have to handle their project's SCM-
interaction with the company – and other projects, will become SCM experts that can
handle the company's SCM-interaction with customers – and other companies – and
will eventually become company-wide SCM experts. This is what we try to reflect in
the structure of the course – and in the weight we give each topic/sphere. We spend
more time on the innermost sphere and treat that before the others because it is the
first that our students will meet when they graduate and get a job. We also do it be-
cause we find it easier to build traditional SCM on top on that than the other way
around. We also spend less time and detail on traditional SCM as most of our students
will probably never have to deal with those aspects directly. However, we find it im-
portant that they have some knowledge of all aspects of SCM ranging from what a
developer needs to get his daily work done most efficiently to what the company
needs to do to provide its customers with consistent products – and why these custom-
ers may have SCM requirements to the company. It will also provide them with a
proper foundation to build upon if they want to make a career in SCM.

Based on this we can start to structure the course and to prioritise the topics. There
should be a progression from developer to company view with main emphasis on the
former aspects. Furthermore, for each theme that we define there should be a progres-
sion from the basics to more advanced topics. The latter progression we try to obtain

”society”

company

projects

developers



by treating basic concepts in the first lecture and dedicating the second lecture on a
theme to a selected set of more advanced topics to be able to treat them in-depth. For
the former progression we have theme 3 (workspace) and in part theme 4 (repository)
that covers the developer's individual work. The developer's interaction with the proj-
ect – and as such also with his fellow developers – are covered by theme 2 (collabora-
tion) and by theme 4 (repository), as such describing SCM at the project level with
respect to the developers. The SCM-interactions that exist between a project and the
company – and between projects – are covered by theme 5 (traditional SCM) – a
theme that in reality also treats the SCM-interactions with the customer. Theme 6
(relations to other domains) serve to broaden the students' view of SCM, how it can be
practised in different contexts and how other domains can use or inspire SCM. Parts
of this theme (PDM) also caters for the needs at the company level

4   Pedagogical considerations

In this section, we discuss the pedagogical considerations that influenced the way we
organised and structured the course. These considerations have been sub-ordinate to
the contents considerations discussed above. However, we still think that these con-
siderations are important, as they convey important information to understand why we
did things the way we did. Furthermore, it can help others to tailor the course if they
have other restrictions and traditions for schedule, group work and examination form.

Our first consideration was the prerequisites that the students should have to take
the course. In reality there is very little that the students have to know in order to fol-
low a course on SCM – in fact if we take the software out of SCM, many of the con-
cepts and principles would change only marginally. So with regards to knowledge the
course does not build on anything in specific and could be taught even at an introduc-
tory level. However, for the students to appreciate that there are indeed problems in
software development and that a great deal of help can be found in SCM they do need
a broad cultural background from software engineering topics and experience from
"real" projects. A trend in the curriculum for the undergraduate computer science
education in Lund is that the number of student projects increases. One of these is a
combined course and project on "Program development in group" [20] in which the
students, in groups of 10 during 7 weeks, develop a software product. In this way they
learn a lot about practical software engineering. Before the actual project there is a
course with lectures and computer lab exercises. One lecture and one lab exercise is
about SCM, which is just about enough to help them run the project. It does not give
them a deeper knowledge of SCM, however it exposes them to many problems and
make them aware that SCM exists and can be helpful. We require that students have
taken this project (which is on their second year), because it ensures that they have a
varied and broad background in software engineering and because it exposes the stu-
dents to problems that can be handled by SCM. Being an optional course we thus get
interested, motivated and hard working students. We use the same principles of proj-
ect experience and background for the fair number of exchange students – and gradu-
ated students – that want to take the course.



One of the reasons for the prerequisites is based on the philosophy of problem-
based learning (PBL) as reflected in the learning cycle of Kolb [22]. It says that we
get better and deeper learning if we respect the natural cycle of learning. This cycle
starts with experiencing a problem in practice, this is followed by a reflection about
what could be the causes of the problem, then we conceptualise a possible solution
and finally we plan how to carry it out in practice – at which point we can experience
new problems and the learning cycle can continue. During their project course they
experienced problems and some students even reflected on the possible causes. Now
the course on SCM should help them to conceptualise solutions and plan how they can
be carried out. The PBL philosophy reappears in the fact that the students actually try
out some of their solutions during the computer labs. It is also the reason for starting
at the developer level – where they have practical experience – and progressing
through to the company level. By the use of metaphors during the exercise sessions we
also try to draw on problems students have experienced that are similar in nature to
those caused by lack of SCM. Finally, the structure of each theme into a lecture fol-
lowed by an exercise session and another lecture and finally a computer lab was also
implemented to facilitate PBL.

Dreyfus and Dreyfus [16] explain how people progress from novices through ad-
vanced beginners, competent and proficient to become experts. We do not claim – or
even hope – to turn our students into experts on SCM. When we get them they are a
mixture of novices and advanced beginners in the field of SCM. What we can do is to
bring them to the level of competence in SCM – they can only obtain the levels of
proficiency and expertise through practising SCM and gaining experience. Something
that we can never hope to have time for in a university course. However, we find that
this philosophy gives support for the existence of the computer labs and also the fact
that exercise sessions are based on discussions and aimed at creating solutions rather
than just answers. Furthermore, it gives us a way to explain to the student that they are
not experts in SCM even though they have just followed a course dedicated to just that
subject. The course have made them competent – and experience will make them
become experts in time. This avoids that they start a job interview by claiming that
they are experts on SCM.

Bloom [11] introduces a taxonomy for levels of understanding that we can use
when we want to specify how far the students come with a given topic. He works with
six levels of increasing understanding – knowledge, comprehension, application,
analysis, synthesis, and evaluation. Working with such a distinction makes it easier to
prioritise each topic. The first three levels are sufficient for users of SCM, while
higher levels are necessary for people that have to design SCM. The higher up we get
in the spheres of Fig. 1, the less likely it is that our students have to practise – or even
design – topics at that level. Therefore, it might be sufficient to know that configura-
tion audit exists even though they do not comprehend it let alone are capable of prac-
tising it. The contrary applies for levels close to the developer. Our students should be
capable of analysing SCM problems at these levels and to design and maybe even
evaluate solutions. Themes 2, 3 and 4 that focus on the developer and project levels
are structured such that the first lecture gives the basics and the second lecture gives
more in-depth and advanced knowledge. Thus the first lecture brings the students to
the level of comprehension or application. The discussions during the exercise ses-



sions contribute to preparing them for the analysis and synthesis levels while the sec-
ond lecture provides them with analytical tools and a wider and deeper background to
synthesise solutions. As such it will enable them to become "SCM wizards" in projects
right after the course has finished. For the outer spheres of SCM there is no division in
basic and in-depth lectures as we aim for only the first three levels of understanding.
Also the SWEBOK [27] project at one point applied Bloom's taxonomy to each of
their breakdown topics, clearly aiming at people that had to carry out – as opposed to
design – the SCM activities (no breakdown topic exceeds the application level and
most topics remain at either knowledge or comprehension, which corresponds pretty
much to the levels students obtain in our course).

5   Lessons learned

Reflecting on the experience we have obtained from running this course twice, we
want to share some of the lessons that we have learned along the way. What worked
and what did not? What are the students' impressions?

The open (metaphor) questions leading to brainstorming like discussions during the
exercise sessions works well and is popular among the students. However, it is im-
portant to steer them into discussions about more concrete software development
problems, i.e. to transfer the metaphor back to the software engineering world (avoid
getting stuck in the metaphor). The metaphor is used only in the first phase of the
brainstorm – and whenever they get stuck discussing concrete SCM prob-
lems/solutions. One way we facilitate the detachment from the metaphor is to insist
that they produce a concrete result that they can present for the other groups.

Dividing the course material into themes makes it easy for the students to focus on
one aspect at the time and to structure their minds. However, it may also lead to iso-
lated islands of knowledge, which they are not able to combine. Thus, it is very im-
portant to actually reserve time to present the larger picture. The overview lecture the
first week provides a structure that is then filled out during the rest of the course. The
final lecture looks back at the course and makes sure that things are tied together. And
finally, the essay that they produce at the last exercise session asks for parts of a "total
solution" in order for them to reflect on how all parts work together in practice.

To start with the developer view of SCM works very well. The students are from
the beginning well motivated to learn about how to manage situations/problems they
have been in themselves. Previous experience from teaching traditional CM, listing
the "four activities", is that it bores them to death. However, after three weeks of de-
veloper view – bringing them to a level where they are able to analyse different solu-
tions – they are ready to also understand and appreciate the needs and solutions of the
manager and the company.

Students gave the computer labs very high ratings in their evaluation of the course.
They got a solid understanding of the underlying models for the tools from the mixture
of guided exercises and more free experimentation. Even students that had previous
self-taught experience with CVS got a deeper insight. Several students wanted labs to
be longer than two hours to allow for even more experimentation with the tools. The



first lab on CVS was optional and was aimed at student with no previous experience
(not having followed the project that was a prerequisite). We believe the fact that they
got a solid understanding of ClearCase in just 2x2 hours of labs to be due to a carryo-
ver effect from the CVS labs and we are confident that they would now be able to pick
up any CM-tool in 4 hours or less.

Now what about the goals for the course – did we meet them? In our opinion we
did not set low standards for passing the course, but still no students were failed. We
applied several ways of evaluating the students. During the exercise sessions where
the students had to discuss in groups, we were present and circulating between groups
taking part in the discussions. This gave us both the possibility to guide the discus-
sions and to make an informal evaluation of the students' level. Furthermore, each
group had to shortly present and discuss their findings from the exercises. It is our
impression that all students have a very good comprehension of problems and solu-
tions from the developer's perspective. Most students are also very capable of analys-
ing, synthesising and evaluating such solutions. For traditional SCM, students were
able to produce fragments of an SCM plan and they were able to evaluate a given
SCM plan template with respect to the different roles. We were also present during the
lab exercises and could see that students were able to apply and use different work
models. We see the fact that they were able to get a solid understanding of ClearCase
in just 2x2 hours of lab as an indication of a thorough understanding of the different
work models. The final examination was oral and we were able to evaluate in more
detail their capability to analyse, synthesise and evaluate SCM problems and solu-
tions. As there were less exercise time for traditional SCM, we were more focused on
this aspect during the oral examination. The fact that the examination was done in
groups of 3-4 students gave us sufficient time to explore the depth of their learning
without sacrificing too much the range of topics.

6   Future work

We have now run two iterations of the course where we have made only minor
changes from the first to the second. In general, our experience is that the course is
working fine. The students like it and we do not see any big problems that need fixing.
However, before running the third iteration we have some ideas for changes that we
want to carry out.

What is it that works very well and should be kept? The exercise sessions with the
students working in small groups and discussing open questions is definitely a strong
point of the course. The computer labs is also something that attract the students and
could even be extended as requested by the students. There is room in the schedule for
more computer labs and we contemplate utilising this for one or two more labs. We
have not decided whether it should be used for adding a third CM-tool, for digging
deeper into one of the tools or for exploring completely new aspects like PDM or
problem reporting. The structure with themes that fit into one week of activities is also
something that we want to maintain. Thus any changes that are made will have to
respect that constraint.



The contents of the course seems to be appropriate and has not created any prob-
lems. However, this is the point where we see the greatest potential for improving and
fine-tuning the course. Spending three weeks on topics from the developer and project
spheres and one week on topics from the company sphere may seem a bit unbalanced
– and we would not disagree. The reason for the present division is in part due to the
schedule constraints mentioned above. However, that does not mean that we could not
treat topics that are general for all levels – like the change process – at the developer
level and thus only deal with the more formal aspects of already seen solutions at the
higher levels. We also contemplate writing our own course material. At the present
state we use bits and pieces from many different places. Each part in itself is excellent
and to the point. However, the overall result of putting them together is rather like a
piece of patchwork.

One thing that we are definitely going to change is to make the students even more
active and involved than is the case today. Now all lectures are given by the authors
and the students read the literature in parallel. Lectures are not exposing the literature,
but are exposing the theme and give a "second opinion" on what the students get from
the literature. This could work fine for the basics lectures, but for the advanced topics
lectures we plan to have the students do the presentation. 2-4 papers would be selected
for each advanced lecture session and each paper assigned to a group. This groups
would be responsible for presenting the paper – and all the other groups would be
responsible for having questions for discussion. This system would have the conse-
quence that the students would work more actively also with the literature. The groups
that had to present a paper on an advanced topic would get an even deeper insight than
today, and the rest of the groups would probably also work more with the material
during reading. Finally, it would transform the lectures from passive listening to active
discussion.

Another thing that we will do in the near future it to cast the course in other con-
texts. One of the authors has previously given the traditional two lectures on SCM
within a general course on software engineering. How could we take the present
course and fit it into two or three lectures? Should it be scaled or should we cut it
down – and can it be done from our set up or will it have to a course of its own? Fur-
thermore, in the context of a research collaboration with industry, we have to give a
one-day course on SCM to future project managers. Again, how can we fit the present
50 hours into one day? Finally, we are considering a post-graduate course on SCM
and the above mentioned changes to actively involve students may be one step in
turning the present course into a post-graduate course.

7   Conclusions

We have shown that SCM does not have to be confined to a couple of lectures within
another course. SCM is rich enough in important topics to fill a whole course on its
own. Given more time, the students also reach a higher level of theoretical under-
standing making it possible for them to analyse and reflect about different situations



and solutions. Students like SCM – out of a student population of 80-100 we have 15-
20 students and 4-6 exchange students taking the course

We have made a proposal for the structure and contents of such a course. We have
gained some experience giving the course twice and have stated some ideas for
changes and improvements. Obviously this is not the final word and we welcome
suggestions and discussion that can contrast and complement our experience with
other experience from the SCM community.
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