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Preface

Software product business is big business — and it is rapidly growing even bigger.
The companies producing and selling packaged software, i.e., software products that
are developed once and then sold “as is” to a large number of customers constitute the
most aggressively growing segment in the whole software industry. In 2002, the world
markets for packaged software was estimated at 184 billion USD. In Europe, the mar-
ket value of the software product industry in 2002 was estimated at 54 billion €. It was
the fastest growing segment in the Western European information and communication
technology markets. The annual growth for the software product industry has been
over 10% during the last decade, and the rapid growth is expected to continue.

In Finland, the software product industry is still young, immature, and econom-
ically quite insignificant. Most companies are young and small, and are struggling
with the challenge of developing highly productised pieces of software for interna-
tional markets. The overall value of the Finnish software product industry has been
evaluated at 1 billion € in 2002, with a potential to reach up to 8 billion € by 2010. Of
the total turnover, about 40% comes from exports.

Despite the economic importance and promising outlook of the software prod-
uct business, the software engineering community has been slow to react to the spe-
cific needs of companies doing software product development as opposed to customer
projects. Most existing models, such as the CMM and most standards, share two
common traits that are challenging from the point of view of adopting them in Finnish
software product businesses. Firstly, they have been developed from a large com-
pany perspective, and often require considerable resources to implement. Secondly,
they are customer-project focussed, not market focussed. In our experience, these two
points make the direct adoption of existing models hard, and simply “downscaling”
them does not work. In addition, the link between business considerations and the
software engineering aspects is extremely weak.

This book documents the result of a three-year research project at the Software
Business and Engineering Institute at Helsinki University of Technology. The project,
SEMS, aimed at understanding the particular challenges of product development in
the software industry, and to develop an approach for companies needing to tackle
those challenges. The end-result has been structured into an overarching framework
that emphasises the importance of development rhythm as an overall approach for or-
ganising software product development. The framework identifies six focus areas that
we have found important when tackling the challenge of organising product develop-
ment in a small software company.

Despite the lack of applicable models in the classic software engineering litera-
ture, we have been able to draw upon several other streams of research. The work
by Cusumano and Selby, who have extensively discussed how Microsoft, the world’s
most successful software product company does business and develops products has
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been invaluable in our efforts. The development and popularisation of software devel-
opment models for small teams working in turbulent environments, agile development
approaches have provided a good understanding of how small teams can organise their
development efforts. In particular, we have found the Scrum approach good for struc-
turing development on various time horizons. Finally, the existing work on product
development processes and product strategy in the new product development manage-
ment literature has provided us with basic concepts and models that we have, to the
best of our ability, tried to adopt to the needs of small software product companies.

The book consists of an introductory chapter that presents the overall framework,
the Cycles of Control, as well as introduces the six focus areas: commercial product
management, pipeline management, software design and implementation, quality as-
surance, technical product management, and development organisation. Of these, all
but the last one are described in more detail in the subsequent chapters. Instead of
being confined to an own chapter, the organisational aspects are discussed throughout
the book.

The chapters have been written by the various members of our research group,
according to their areas of speciality. We hope that the resulting differences in expres-
sion do not feel too distracting to our readers. Finally, it is worth pointing out that
the book has been written with practitioners in mind. Academic readers, in particular,
might find that referencing is scarce, and many, even important references, have been
left out for readability reasons. Also, due to the focus on practitioners, the argumen-
tation might not stand strict academic scrutiny. The book is probably not suitable for
use as the sole textbook on academic courses, since it assumes familiarity with many
software engineering concepts, and does present a somewhat narrow view of the field
of software product development. However, it might be useful as additional reading
on a software engineering course dealing with the particularities of software product
development.

We do hope that you enjoy reading the book and that you find some value in the
proposed models and practices. We welcome any feedback you might have — please
send it to sprg@soberit.hut.fi.

Espoo, 14.4.2004

Casper Lassenius
Kristian Rautiainen
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Chapter 1

An Introduction to the SEMS
Approach

Kristian Rautiainen and Jarno Vihéniitty

1.1 Motivation

Managing software product development is challenging but doing it well can be ex-
tremely rewarding. Profits from duplicating a product to thousands or millions of
customers can be both luring and elusive. Statistics suggest that up to 50 % of com-
panies founded in any one year are not in business five years later due to inadequate
management. Success in the product business demands more than just succeeding in
individual development projects. Shipping products at the right time, hitting windows
of opportunity with the right set of features over and over again is at least as important.
However, in the software product industry, time-to-market is constantly shrinking and
technologies evolve at a furious pace. If a company tries to keep up with this pace and
react to every change in its environment, it would not have time to do anything but
react. The developers quickly go crazy with the indecision of the managers and the
constantly changing product requirements. The key lies in striking the right balance
between flexibility and control that serves both business and development needs.

Achieving this balance, however, is no easy task. For small companies — with less
than 50 employees — which constitute the majority of software product businesses,
it is particularly challenging. Many of these try to succeed in the product business,
while at the same time doing customer projects to maintain cash flow. This leads to
internal chaos, with people trying to do too many things at once. Projects exceed
their budgets and schedules and only heroic efforts from individuals keep the projects
going. Understanding the software process and using good practices might help, but
everyone is too busy to stop and figure out what and how things could be done better.
It is like the running man carrying his bicycle: he is too busy to stop, mount the bike
and then pedal away.

The man carrying the bike has it easy compared to most small software product
companies. At least, he only has two simple choices to choose from. For the soft-
ware companies a myriad of process models, methods and practices exist that could
help improve development performance. However, as Frederick Brooks Jr. puts it,
there is no silver bullet, no magic methodology that can solve all your problems.
Choosing and tailoring processes and practices is difficult, especially since most pro-
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cesses and practices have been developed for and tested in large companies. For small
software product companies operating in turbulent environments, so called agile pro-
cesses might be a good starting point. They have been designed for small teams and
projects facing a lot of uncertainty. They provide a set of values, principles and prac-
tices that enhance flexibility and help you embrace change. However, they do not
provide any solutions to the particular aspects of the software product business. Busi-
ness considerations should be taken into account and provide controlling aspects to
the development process. A familiar example of this is Microsoft, a company that has
been able to dominate certain markets for a long time, despite many people raising
the issue of the bad quality of its products. Microsoft’s success is based on deliberate
strategic business decisions and a development process to back them up. Even though
Microsoft is a large company, its principles can also be applied in small companies.

To sum it up, in order to successfully manage software product development in
small software product businesses in turbulent environments, a holistic approach com-
bining business and development aspects and providing a combination of control and
flexibility is needed. Such an approach has been developed in the SEMS research
project at the Software Business and Engineering Institute (SoberIT) at Helsinki Uni-
versity of Technology (HUT). The rest of the book introduces the SEMS approach as
well as presents examples of its application.

1.2 The SEMS Approach

Software product development consists of many viewpoints and activities that have to
be coordinated and managed for good results. In Figure 1.1 we summarise 3 view-
points and 6 key areas of activities we have found important for managing software
product development. Put together, they form the Software Engineering Management
System (SEMS) of a company.

Pipeline Design and
Management Implementation

Technical
Product
Management

Commercial
Product
Management

Quality Development
Assurance Organisation

Figure 1.1: Components of a Software Engineering Management System (SEMS)

The three axes in Figure 1.1 represent viewpoints of software product develop-
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ment management. We need to manage what products are developed and the busi-
ness rationale behind them (Product Management), how these products are developed
(Construction), and by whom and when (Resourcing). The six boxes at the ends of
the axes represent key areas of activities. Below is a short overview of each of them.
For a more detailed discussion, see the later chapters in the book.

1. Commercial Product Management is the link to the business. The company’s
strategic ambitions and the needs of the markets are translated into product re-
lease plans. The release plans address details, such as the goals of each release,
the main features or requirements to be included, the target audience or market
of the product, the role of the release (e.g., major, minor, maintenance) and the
release schedule.

2. Pipeline Management deals with resource allocation in the product develop-
ment pipeline. The pipeline consists of all the work done by the development
organisation, and could range from developing a product to fixing bugs or in-
stalling the product to a customer. This work needs to be prioritised and repri-
oritised on a regular basis, so that the most important things get done.

3. Design and Implementation addresses managing product design or architecture,
coding the product, and managing product evolution. You need to figure out
what the product design should be like from different perspectives and choose
the most appropriate one. You also need to manage product evolution during its
life cycle, e.g., deciding when refactoring is necessary.

4. Quality Assurance manages building quality into the product and verifying the
achieved quality level. Quality Assurance covers both testing activities that
address how you verify that the product is of good-enough quality and static ac-
tivities concerned with all practices that can help you develop quality products.
To implement well-working quality assurance, you must establish what good-
enough quality means for you and your customers. This includes, e.g., setting
quality goals and release criteria and establishing a test strategy.

5. Technical Product Management deals with the product releases from a technical
perspective. During development you need to manage intermediate builds and
different versions of the software, as well as control change. When the product
is finished and released, you need to manage the release package that contains
more than just the software, e.g., an installation guide and a user’s manual. Ver-
sion control is as important for the release package as it is during development.
You need to know what each release package contains, especially if you make
some customer-specific installations. Otherwise maintaining the releases may
become very challenging.

6. Development Organisation is about managing how development is organised.
You need to establish the roles and responsibilities of the different stakeholders
that contribute to product development. Another aspect is managing the neces-
sary competences of the organisation.

The six key areas above have helped us structure and understand the situation in com-
panies we have worked with, but they are by no means exhaustive, and a different set
up and names would surely be possible. We have found looking at software product
development through these areas useful in our practical work with companies. The ar-
eas form an interrelated whole, and they set constraints for each other. Changes in one
area influence other areas and if the other areas are left unchanged, they may prevent
the change. To give you an example we use requirements engineering, something you



might have felt missing in the picture. There is a very strong aspect of requirements
engineering in commercial product management, because a big part of it is making
plans on the content and scope of future product releases. However, our product archi-
tecture (design and implementation) may set constraints on what kind of requirements
are doable, especially non-functional requirements such as performance criteria or
vice versa; non-functional requirements influence the product design choices (design
and implementation) and the resourcing of the development projects (pipeline man-
agement). The development organisation’s competences (development organisation)
also constrain what is doable within a certain schedule. If the requirements cannot be
turned into a product without using new, unknown technology, this affects the devel-
opment schedule because of the learning curve involved. Because of this people may
be stuck in projects that exceed their schedules and cannot be used elsewhere (pipeline
management). Below is a fictional example of how easily things can get out of hand.

Jack, the senior developer, who two weeks ago handled the installation for cus-
tomer company Snoot Ltd., is working on a must-have requirement for an upcom-
ing product release at the end of a development increment. As he is taking a short
break to stretch his muscles after an intensive programming session, Jane’s phone
rings. Among other things, Jane’s tasks include customer support, but unfortu-
nately, she is at the grocery store downstairs to buy doughnuts for the company-
wide Wednesday afternoon coffee break. Taking a brief look at Jane’s ringing
phone, Jack notices that the caller is Tom from Snoot Ltd., who was responsible
for last week’s installation on the customer’s behalf. Naturally, Jack is curious
about how the company has got started with using the delivered product, and an-
swers the call on Jane’s behalf. As Tom thinks he has reached the helpdesk, he
tells Jack of some improvement suggestions to some of the features he has had in
mind and reports two suspicious phenomena he considers bugs. Jack listens and
scribbles down Tom’s observations on a post-it note found on Jane’s table. After
the phone call ends, Jack returns to his computer and spends the rest of the day
and a good half of Thursday enthusiastically programming those two of Tom’s
improvement suggestions that he considered relevant. He also tries to reproduce
and fix the bugs Tom had told about. On Thursday afternoon, Jack succeeds in
fixing the second bug mentioned by Tom, sends him an update, and resumes pro-
gramming the ‘must-have’ feature for the upcoming release. On Friday afternoon
in the weekly development team meeting, product manager Jeremy reviews what
everyone has done during the week, and finds out about the call to the helpdesk
Jack intercepted on Wednesday. Partly glad that Snoot Ltd. had an experience
of an instant reaction to their needs but mostly frustrated that the “must-have”
feature got delayed by modifications of questionable significance to the majority
of the customers, Jeremy asks Jack to provide Jane the details about those im-
provement suggestions he had not yet realised to be put into the feature and idea
database. Unfortunately, Jack does not remember them anymore, and while the
post-it note with the specs is still somewhere, it is likely that nobody is able to
decrypt the handwriting.

A few weeks later Jeft, the CEO of the company gets a brilliant idea to im-
prove a certain feature in the product while making a sales pitch at prospect Boot
Ltd. Returning to the office in the afternoon, he immediately tells his idea to ju-
nior developer Joe at the coffee table, and asks whether he thinks the idea would
be possible to realise. After the conversation, Joe stops testing the feature he was
instructed to test in the morning by the product manager, and starts working on
a prototype to find out whether the CEO’s idea would work. Two days later, Joe
succeeds in demonstrating the validity of the idea, and runs to show it to the CEO,
who is in the middle of a meeting with Jeremy about the status of the upcoming
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release. After refreshing the CEO’s memory and receiving his commendation,
the poor junior developer also gets a scolding from the product manager for his
actions. Although the idea has now been turned into a feature, one of the impor-
tant features remains untested. Furthermore, a more experienced developer could
have demonstrated the feasibility of the idea in a couple of hours.

While the company in the anecdote displayed great flexibility, control was miss-
ing. The people might not have been aware of their roles and responsibilities (devel-
opment organisation) and thought they were doing the company a favour with very
fast reactions to customer needs. They also did not realise that they jeopardised the
resource allocation of the development project (pipeline management) thus risking
future product releases (commercial product management). The CEO and the man-
agement team had probably not created an explicit product strategy or roadmap for all
to follow (commercial product management) and thus there was no baseline or vision
to consider trade-offs against. What we are saying is that while flexibility is good, too
much flexibility can lead to chaos and therefore a certain degree of control is needed.
Control should not stifle the flexibility and creativity needed in a small software prod-
uct company operating in a turbulent environment. Instead, it should set the necessary
constraints to prevent total chaos.

As the key mechanism to combine flexibility and control we have identified rhythm.
It works as the backbone of product development and helps coordinate the components
of the SEMS to a functioning whole (Figure 1.2). In the next section we present our
framework for rhythm, the Cycles of Control, which can be used when creating a
SEMS for a company.

_Rhythm

Pipeline
Management

. Design and
... Implementation

~ .
Commercial ~o Technical
Product [-—--—-----------=- >~ - Product

Management s Se Management

Quality Development

Assurance Organisation

Figure 1.2: Rhythm as the coordinator of the SEMS components



1.3 The Cycles of Control: A Framework for Pacing Software
Product Development

Overview and Structure of the Cycles of Control

The Cycles of Control framework, depicted in Figure 1.3, is based on the concept of
time pacing. Time pacing refers to the idea of dividing a fixed time period allotted
to the achievement of a goal into fixed-length segments. At the end of each segment,
there is a milestone, at which progress is evaluated and possible adjustments to the
plans are made. Changes can only be made at such a milestone. This accomplishes
persistence and at the same time establishes the flexibility to change plans and adapt
to changes in the environment at the specific time intervals. These time intervals, or
time horizons, set the rthythm for product development. When the content of a time
horizon is specified, a time box is created. In accordance with the time pacing idea, the
schedule (end date) of a time box is fixed, whereas the scope (developed functionality)
is not.

Figure 1.3 shows an overview of the basic building blocks of the Cycles of Control
framework (CoC). Each cycle represents a specific time horizon and starts and ends
with a control point in which decisions are made. The cycles and time horizons are
hierarchical, meaning that the longer time horizons set the direction and constraints
for the shorter ones.

Control points

Strategic Release Release

Management Project

Software development process

Figure 1.3: Cycles of Control building blocks

The leftmost cycle in Figure 1.3, strategic release management, deals with the
long-term plans for the product and project portfolios of the company and provides an
interface between business management and product development. Strategic release
management decides what release projects are launched. Each individual product
release is managed as a time-boxed project and dealt with in the release project cycle.
Each project is split into time-boxed increments where partial functionality of the final
product release is developed. Daily work is managed and synchronised in heartbeats.
The three rightmost cycles constitute the software development process, which in our
case is time-boxed, iterative and incremental. In order to better understand how the
cycles relate to each other and show the hierarchy of the time horizons, the cycles can
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be drawn on a timeline as depicted in Figure 1.4. In the example in Figure 1.4 we can
see how the strategic release management time horizon spans two release projects, the
releases are built in three increments, and the work is coordinated and synchronised
with daily heartbeats.

Strategic Release Management

Release Project

-

Figure 1.4: Cycles of Control on a timeline

Increment

Heartbeats

Strategic Release Management

Strategic release management sets the direction for product development by aligning
the product development efforts with the business and technology strategy of the com-
pany. This means considering the overall strategic ambitions of the company together
with the competences and availability of people that do the actual work in conjunction
with planning future releases of products. The starting control point is the planning of
future releases and the closing control point is checking whether the goals have been
met and whether the set direction is still valid or needs adjustment in the release plans.
The roles that participate in strategic release management should include at least the
most important stakeholders or stakeholder viewpoints of the products. These could
be, e.g., the CEO, sales & marketing, customer services, product development, prod-
uct management, and key customers.

The time horizon for strategic release management in a turbulent environment is
6-12 months, or 2-3 product releases ahead. The time horizon should be synchro-
nised both with the marketplace and the internal capabilities of the company. Within
the time horizon the upcoming product releases and the needed release projects are
planned at a high level of abstraction (e.g., product vision, major new features and
technology, quality goals, release schedule, coarse resource allocation) and docu-
mented, e.g., in the form of an aggregated release plan or a product and technology
roadmap. This way there is a baseline against which to make trade-off decisions, e.g.,
when customers request something that has not been planned for the near future. Also,
if a customer makes a request of something that is already in the roadmap, you can ask
if the customer can wait until the planned release in 4 months, instead of immediately
altering existing plans and disrupting work in progress.

Christensen and Raynor (2003) pointed out the crucial role of the resource allo-
cation process in putting a company’s strategic intention into action: “...a company’s
strategy is what comes out of the resource allocation process, not what goes into it.”
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This means that besides being time paced with, e.g., major roadmap revisions every
6-12 months, strategic release management should be represented in resource allo-
cation decisions at least on the time horizon of an increment, since the outcome of
increments is what the company actually does. In small companies the resource allo-
cation decisions are especially important, since there is a very limited possibility to
dedicate resources for longer periods of time. This is where rhythm can add stability
and control. Of the key areas in Figure 1.1, strategic release management is involved
with commercial product management, pipeline management, and development or-
ganisation.

Release Project

The release project cycle is concerned with the development of a release of a product.
A steady release rhythm helps keep development focussed and provides opportunities
to control development. The starting control point of a release cycle is release planning
and the closing control point is the release decision, i.e., deciding whether the product
version developed can be released or not. Depending on whether the release is internal
or external, the quality goals and release criteria can differ. The roles that participate in
arelease project are the project team and strategic release management representation
for the control points, as discussed above.

The time horizon for a release project is 3-4 months, during which a release can-
didate of the product is developed. In the beginning of the release cycle the release is
planned and specified based on the goals and priorities set in the roadmap or long-term
release plan. This includes deciding on the schedule and content of the increments in
the project and appointing the project team. Also, you need to plan when and how you
are going to test the product, so that you can make sure that the quality of the released
version is sufficient to make releasing the product possible. This includes allocating
necessary rework time in the end of the project cycle to fix the defects that need to
be fixed. Since the project is time boxed it means that the schedule cannot slip. The
requirements need to be prioritised so you can make decisions on altering the scope
of the project, if everything cannot be finished within schedule. Based on the release
goal(s) set by strategic release management, decisions about decreasing the scope can
be made, as long as the release goal is not compromised.

Increment

The purpose of increments is to develop the product as a series of reasonably stable,
working intermediate versions having part of the functionality of the final release.
This is done to get feedback of the product during development. The starting control
point of an increment cycle is the planning of the work to be done. The closing control
point of an increment cycle is the demonstration of the developed functionality. The
roles that participate in an increment cycle are the development team and strategic
release management representation in the control points, as discussed above.

In a turbulent environment the time horizon of an increment cycle should not ex-
ceed 1 month, during which a stable increment is developed and integrated into the
product. During an increment cycle the requirements and resources should be frozen.
Therefore, if it is possible to split work into shorter increments without excessive over-
head, it is advisable to do so to guarantee the availability of the allocated resources.
The shorter the increment cycle the fewer the possible interruptions are. The devel-
opers should be allowed to concentrate on the work planned for the increment. The



key lies in including all known commitments that need attention from the developers
into the resource allocation plan in the beginning of the increment. For example, if
Jack needs to help in integrating the system at a customer’s site, the time needed for
this should be subtracted from Jack’s product development time, and so on. Even for
a month-long increment cycle, there should not be any big surprises, except for bugs
found by the customers, that need immediate attention from the developers, and for
this you might consider dedicating one person. By the end of the increment cycle, the
new features developed are integrated into the product and the product is stabilised,
meaning that testing and bug fixing needs to be planned and executed. This should
be considered when planning the increment. Requirements need to be prioritised so
that scope adjustments can be made. An important part of planning is converting the
requirements into tasks for effort estimation. Subsequently, the selection of require-
ments to be done during the increment cycle can be based on the available product
development time and the estimated effort for the tasks. The increment cycle ends
with a demonstration of the product for all interested stakeholders, where comments
and feedback are gathered and can be used when planning the following increment(s).

Heartbeat

At the lowest level, development is controlled by using heartbeats. A heartbeat is the
shortest time horizon within which the progress of development is synchronised and
reflected against plans. The starting and closing control points of a heartbeat can be
combined into a status check that creates links in time from past to present to future
in the form of three questions: What have you done? What problems are you facing?
What will you be doing next? The participants in heartbeats are the development team
members.

The time horizon of a heartbeat can range from a day to a week. During this
time development proceeds and at the end of the heartbeat the status is checked. This
way there is up-to-date information on project progress at regular, short intervals. This
helps in identifying early warning signs of things that might compromise development
goals. For example, if Joe has not been able to use his time as planned to developing
the product, this is revealed in time for corrective actions to be taken, instead of being
revealed at the end of the increment cycle when it is too late to react. Another example
is that Joe cannot finish his task within the estimated effort, which could affect the
work of others. Therefore, a part of the heartbeat cycle is updating the estimated
effort left for tasks. A part of synchronising the work might be making daily builds
and running automated smoke tests against them. This gives an indication of system
status from a technical perspective.

The Benefits of Rhythm

On the strategic release management time horizon, rhythm helps to protect a company
from the disrupting effects of external forces, while maintaining responsiveness. It
supports trial-and-error type learning, which is important for start-up companies that
cannot base plans on prior experience. A trial period to pursue a strategy must be long
enough to protect against abandoning it prematurely as unsuccessful, but short enough
to protect from chasing a lost cause for too long. Time pacing allows the company
to pursue each strategy fully until its viability is evaluated. Simultaneous awareness
of the shorter time horizons helps in harnessing the projects and increments to serve
the long-term goals. This helps to maintain focus, instead of dribbling with too many
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alternatives. Feedback on short-term progress gives an early indication of how doable
the set goals are.

Time boxing the increments and projects sets a rhythm for packaging the product
that helps keep surprises regarding, e.g., product quality to a minimum. Jim Highsmith
(2000) reports what he sees as the benefits of time boxing:

1. Time boxes force hard business and technology trade-off decisions from all par-
ties of a project (managers, customers and developers). Without the pressure to
make these decisions, human nature delays them towards the end of the project,
when there is very little manoeuvrability.

2. Short time-boxed deliveries force convergence and learning. People tend to
want to do quality work, so when the deadline of the time box is absolute it
helps overcome the tendency to gold plate a deliverable, before it is shown to
others. Instead, when you are forced to deliver your work at the end of the time
box, you can learn from any problems encountered during the time box and
hopefully use this to your advantage in the following time boxes.

3. Time boxing helps keep the team focussed. A specific due date provides the
focal point. When you have to deliver and present the product to outsiders of
the development team (customers or other stakeholders), it forces the team to
concentrate on the most important activities. At the end of the time box, when
planning the next time box, any new or existing uncertainties can be addressed
again.

All the points above can easily be misinterpreted and badly implemented. The first
point can be turned into doing anything for the sake of keeping the project moving,
not because it is the most important thing to do next. Also, if decisions are made
“mechanically” at each control point, the need to change the direction and scope of
the project or even kill the project due to changed market conditions may go unnoticed.
The second and third point can lead to stress and disappointment in your employees.
As Highsmith says, people like to take pride in their work and thus it may feel awful
to reduce the scope of the time box or being forced to turn in deliveries that are not
“perfect”. Both could be seen as reflecting poor performance, even when it is not true.
Therefore an important issue in creating a development rhythm is to do it in the right
mindset of learning and improving.

One benefit of a tight rhythm is that you have a mechanism for frequent resource
allocation. In small companies people have multiple roles and responsibilities and
managing what each person does next is often neglected or done ad hoc, not because
it does not seem important, but because it seems hard or even impossible. However,
with short increments you can freeze at least most of the people’s tasks for the duration
of the increment.

Another interesting benefit of development rhythm is suggested by Larman (2004)
and has to do with human nature: “People remember slipped dates, not slipped fea-
tures.” It means that if you deliver the most important features (e.g. 60 % of all
features) on time, your project is seen as a success. If on the other hand you deliver
all the features a few months late, your project is seen as a failure. Creating a rhythm
for product releases and holding on to it can make you more successful in the eyes of
your customers.
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Applying the Cycles of Control

In this section, we explain the general idea of how the CoC framework can be used
when you create your own SEMS. Figure 1.4 above shows the different cycles and
their time horizons on a timeline and gives you an overview of how the product de-
velopment process works. The time horizons set the rhythm of product development,
and can be used as a starting point for planning and mapping different practices and
activities to that rhythm. For a practice or activity belonging to a certain time horizon
means that it is planned and tracked with that pace. If necessary, a practice or activity
can be split into parts to be tracked on a faster pace, and so on. To give you an ex-
ample, let us consider how requirements can be managed (part of commercial product
management in Figure 1.1) using backlogs, an idea presented in the Scrum process
model (Schwaber and Beedle 2002).

A bunch of product stakeholders and stakeholder representatives participate in the
April roadmapping session to plan future releases of the products. Jeff (the CEO)
represents the company strategy and wants to secure that the products reflect this
strategy. John (the Visionary) provides some “out there” visions about the future
development of the markets and technology, supported on the technology front
by Jenny (the Chief Architect), who also is responsible for more “down to earth”
assessments on the viability of using new technologies. Jermaine and Joanna (the
Sales Directors) represent the customer viewpoint and bring the latest information
from the markets. Jeremy and Jay (the Product Managers) are responsible for one
product each and also represent the viewpoint of customer support (Help Desk
and Product Delivery). Jericho (the Marketing Director) wants to secure sexy
features to future product releases, so he can market them successfully.

The meeting starts with Jeremy presenting the up-to-date product backlog of
Widget, the older of the two products of the company. A product backlog is a
prioritised list of product requirements and features of varying scope. All the
ideas for the product have been gathered into the product backlog and Jeremy is
responsible for keeping it up-to-date. Jeremy presents his preliminary suggestion
for the release backlogs of the two following releases of Widget. A release back-
log contains the requirements and features to be included in a product release and
is a prioritised list, like the product backlog, only a bit more detailed. At the end
of August a minor release of widget is scheduled, containing some bug fixes and
a few new features. The next major release for Widget is scheduled just before
Christmas and contains support for new databases that are needed to penetrate
new markets and a bunch of other new features.

Jeff is pleased with the release backlogs, especially since the strategic intent
of the company is to move to new markets to generate new cash flow. Jenny
expresses concern for the tight schedule, because Jack (the Senior Developer) has
been very busy with rewriting Gadget (the second product of the company) for
.NET, and the progress has not been as good as expected, as everybody could
see in the last increment demo of Gadget. Since Jack is the database expert of
the company, a decision must be made on which is more important, getting NET
Gadget out in time or extending database support for Widget. Jermaine (Sales
Director of Widget) and Joanna (Sales Director of Gadget) argue that both are
very important for their customers and Jericho shows that market research results
support an aggressive strategy to move into the new markets now. Before the
meeting breaks into on open fight, Jay (the Product Manager of Gadget) proposes
that he shows the release plans for Gadget, so that the possible trade offs are
clear to everybody. When Jay has shown his suggestions for release backlogs for
Gadget, the lively debate continues until lunch. Everything seems important, and
no trade offs can be made.
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After lunch, when things have cooled down a little bit, Jenny suggests that
Jack continues working on dot-NET-ting Gadget. But, instead of doing it alone,
he pair programs with Jo (a junior developer). Pair programming has been used
earlier with some positive results in different tasks, so Jack and Jo already have
some experience in doing it. This way Jo would learn from Jack and in a couple
of increments Jo would be able to continue on her own, if necessary, leaving Jack
free to start working on the new database support for Widget. The drawback is
that some of the features in the release backlog need to be reprioritised to lower
priority, since Jo cannot be working on them, meaning that they probably cannot
be finished in time for the release. But at least the most important goals for the
releases of both products have a greater chance of being met. The meeting partic-
ipants discuss Jenny’s suggestion for a while and agree that this is the best course
of action. The meeting then continues with more discussion and reprioritisation
of the release backlogs.

A week later Joanna, Jay and Jenny meet with Jill (the Development Team
Leader), Jack, Jo, Joe (another Junior Developer), and Jake (the Quality Engi-
neer) to plan the next increment of Gadget. At the coffee table they have already
discussed some of the ideas from the roadmapping session, so there are no big
surprises for anyone. Joanna, Jay, Jenny and Jill have prepared for the planning
session by discussing the most important release backlog items and what they
mean in more detail, both from a business perspective and from a technical per-
spective. The results from these discussions are presented to the development
team and questions about unclear things are asked and answered. Then the team
is left alone to plan how these release backlog items can be broken down into
tasks for the increment and effort is estimated for the tasks. When the planning is
ready the development team presents the results to the others and also discuss the
budget of available development effort for the increment. It is apparent that not
all tasks can be done within the available budget, so Joanna, Jay, Jenny and Jill
discuss and prioritise the scope of the increment. They also create the increment
backlog, which contains the increment goal(s) and the features to be done in-
cluding the planned breakdown to tasks for developing those features. When the
increment backlog is ready the development team joins the others and the backlog
is shown and discussed. After that the team accepts responsibility for realising
the increment backlog, at least to the extent that the increment goal is met.

A month later the same increment planning process is repeated using what
was left in the release backlog as a starting point. At this time new, emerged
requirements can be traded off with those in the release backlog to reflect changed
prioritisations. These should not, however, be in contradiction with the release
goals. Changing the release goals every month would probably result in over
reacting to changes in the market. Of course, if the initial analysis of the markets
was totally wrong, even the release goals should be changed.

The example above includes discussion on many issues from Figure 1.1 and shows
the nature of software product development management. To recap the main issue in
the example, requirements can be managed using backlogs of different scopes as de-
picted in Figure 1.5. As we move downward in Figure 1.5 the backlogs get more de-
tailed. Managing the requirements on a monthly rhythm gives us flexibility to change
plans if we have missed something earlier. Each month we also see how much has
been accomplished, giving us a measure of progress we can compare to the plans and
goals. This gives us control to make corrective actions based on real progress, if our

plans have been too optimistic or pessimistic.
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Figure 1.5: Managing requirements with backlogs

Finding Your Own Rhythm

Finding a suitable rhythm entails understanding the rhythm of the markets and the
internal capabilities of the company. Releasing products to the markets should be
done at an appropriate rhythm. For example, if a magazine publishes a product review
at a certain time of the year, you need to release your product in time for that review.
Or if a trade show is organised at a certain time, you need to have a product release
ready by that time. Another example could be seasonality, e.g., you need to release
a product for the Christmas market. Your product’s maintenance agreement may also
contain promises of maintenance releases with a defined rhythm. All releases of the
product do not need to be external or commercial releases. You can also make internal
releases that can be used in demos for potential customers or just used as intermediate
versions for, e.g., thorough testing. This way you can get a better understanding of the
product and improve it before you make it widely available.

While the rhythm of the markets tells you when you would want to release your
product(s), the internal capabilities of the company constrain what is possible. With
the internal capabilities we mean, e.g., how effective your processes are, how skilled
your employees are, how easy it is to develop and test your product(s) incrementally,
and how much development effort different people can contribute considering all the
other tasks at hand. One way to find out the internal capabilities is to define and try
some rhythm and see how it goes. For example, if you decide to make a commercial
release of a product once a year, you could make two additional internal releases
per year, which defines the release rhythm as 4 months. Then you could define 1-
month increments for developing the product and use a daily heartbeat rhythm to
monitor progress. If the tasks planned on a heartbeat time horizon start taking almost
an increment to complete (instead of 1 day to 1 week) you have not been able to plan
and split the tasks into small enough items. This could mean that you have selected
too difficult and large features to be done in the increment or that the increment as
well as the heartbeat is too short. If you think the increment and heartbeat rhythm is
appropriate, you need to improve your skills in planning the increment and the tasks
to be done in it. One of the problems may also be that you do not yet understand
what you are supposed to get done or how it can be done using some new technology.
In that case you might need to reconsider the release goals and increment contents to
reflect that you are learning a new technology. The rhythm helps you show progress
or lack thereof, which in turn helps you make informed decisions about continuing or

13



discontinuing pursuing the goals or turning to an alternative course of action in order
to be able to make the commercial release.

A more structured way of planning and defining the development rhythm based
on the internal capabilities is considering what needs to be accomplished by the end
of each time horizon and how long that will take. For example, when a product is
released to the market, there is much more involved than just coding and testing the
product. You may need product documentation, such as installation instructions and
a user’s manual. You may need marketing material containing, e.g., screen shots of
the product, well in advance before the product release. You may need sales mate-
rial for the sales people, such as brochures and demonstrations of the product. The
preparation of all these have lead times that need to be considered when planning the
increments of the release. A good idea is to dedicate at least the last increment before
a commercial product release to stabilising the product and preparing all the necessary
accessories. For the screen shots for the marketing material you may need to make a
visual freeze even earlier than in the last increment.

Stabilising the product means that we do not develop new features but rather make
sure that the existing ones work properly. For this we need to do some testing and bug
fixing, the amount of which depends on, e.g., how much and what kind of testing we
have been able to do in the previous increments. If we need to do extensive testing
that could take 2-4 weeks to complete, a 1-month increment is not long enough.

Adopting a Practice

To give you an example on using rhythm and the different time horizons in planning
how to adopt a software engineering practice, we use refactoring. Refactoring means
changing the internal structure of the code without changing the external behaviour
of the software. Refactoring has been used successfully as a practice in eXtreme
Programming (XP) and you might be interested in trying it out. You could directly
try the XP way as described in (Beck 2000) or you might want to consider other
approaches. Figure 1.6 shows three different approaches to refactoring: 1) refactoring
heartbeat, 2) refactoring increment, and 3) refactoring release.

Refactoring release

efactoring
increment

Refactoring heartbeat

Figure 1.6: Different approaches to refactoring

1. Refactoring on a heartbeat time horizon could mean dedicating one day of the
week to refactoring the code, as shown in Figure 1.6. It could also mean that
refactoring is a part of every work day, as explained in XP. Each developer is
responsible for refactoring code when it seems appropriate.
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2. Refactoring on an increment time horizon could mean that the first increment
of a release project is dedicated to refactoring the code, which is shown in Fig-
ure 1.6. Another option would be dedicating the beginning of each increment
or some increments to refactoring the code.

3. Refactoring on a release project time horizon means dedicating a whole release
to refactoring the code. This option is probably the least likely to be used. One
should try to avoid getting the code in such a bad shape that this is needed.

The approaches above are by no means mutually exclusive. Rather you could combine
them, e.g., by doing major refactoring in the first increment of a release project and
then in the rest of the increments you do refactoring on a case-to-case basis, i.e., decide
in heartbeat control points if and when refactoring is needed.

Putting it All Together

The previous sections discussed the basics of rthythm-based thinking when you start
defining your own way of managing software product development. The first thing
you need to consider is whether pacing is the right thing for you or not, but since
you are reading this, you are probably ready to try it. The next step is figuring out
the right rhythm for you on different time horizons, as explained above. Perhaps the
most important part of this is defining the length of increments of different activities
so that you can synchronise the increment rhythm(s), since this is used as the basis
for resource allocation (pipeline management). For example, if the increment time
horizon of a major product release project is 1 month (or 4 weeks), other increment
time horizons (e.g., for maintenance releases) should be 4 or 2 weeks, or 1 week. This
way they are all synchronised every 4 weeks, which would be the rhythm for making
major resource allocation decisions.

A practical approach to continue with is to consider how you do things now and
make small adjustments to accommodate the chosen rhythm, e.g., thinking like in
the refactoring example above. Figure 1.2 shows the key areas of software product
development activities, which are further elaborated in the rest of this book. The key
area descriptions can be used as a reference in figuring out how you do things now and
as guidelines for improvement. Then you need to define the roles and responsibilities
and decisions to be made at the control points in Figure 1.3, after which you have
defined your first version of a paced SEMS, as shown in Figure 1.7.

The resulting paced SEMS in the bottom half of Figure 1.7 is simplified for read-
ability. In real life one picture is not enough to communicate all aspects and details of
software product development, not even for simple overview purposes. The strategic
release management time horizon and definition could be the same for all products of
a company and their different release types, but for the other time horizons, additional
definitions and pictures are needed — possibly for each product. The following list
provides an example of a minimum set of views:

1. An overview of the release project for a major release, which could include
themes for increments (examples can be found in Section 4.5) and how testing
is organised (examples can be found in Section 5.5).

2. An overview of the release project for a maintenance release, because it is much
simpler than a major release and this should be reflected in the picture and its
definitions. Otherwise the view should include the same things as above.

3. An overview of the portfolio of products and their release project cycles in-
cluding increment cycles. This view could additionally include other activities
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Figure 1.7: Putting it all together

demanding attention from product development, such as customer installations.
This view is especially important for pipeline management (examples can be
found in Chapter 3), as it shows where resources are needed.

The sub sections in Section 1.3 provided an overview of the different cycles, their
control points, and participating roles. Some of these are further elaborated in the
other chapters of the book. For descriptions on early implementations of the SEMS
approach, please refer to (Rautiainen, Vuornos, and Lassenius 2003) and (Vanhanen,
Itkonen, and Sulonen 2003). Next, we look at the organisation of the rest of the book.

1.4 Organisation of the Book

In this section we provide an overview of how this book is organised and guidelines
on how you should read it.

Book Structure and Contents

Chapters 2-6 each correspond to one of the key areas of the Software Engineering

Management System (Figure 1.1). There is not a separate chapter for the key area of

Development Organisation. Rather, the organisational issues are discussed in appro-

priate places within the other chapters. Because covering the key areas completely

would take up a bookshelf of books instead of one, we have tried to focus on issues

that have so far received little attention in software engineering literature and research.
The following is a summary of the contents of each chapter.

Commercial Product Management (Chapter 2) consists of product and release
planning and requirements engineering, and this chapter focuses on the former.
Chapter 2 presents a terminology for software product and release planning, out-
lines the value of long-term planning, presents a framework through which prod-
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uct and release planning and its relationship to requirements engineering can be
understood, and finally, gives an example of a process used for product and re-
lease planning.

Pipeline Management (Chapter 3) means looking at the portfolio of develop-
ment activities as a whole, and making appropriate decisions on resource usage in
a timely manner. Software engineering has traditionally been primarily technical
and tends to adhere to the viewpoint of individual development projects as far as
management is concerned. However, an effective process for defining, evaluat-
ing, and prioritising the set of current and planned product development activities
is crucial to product-oriented software companies’ long-term success. Chapter 3
presents the principles of successful pipeline management, provides guidelines
on managing the different types of activities that your developers have to do, and
shows how the pipeline management process can be used to synchronise these.
Chapter 3 closes with discussing how the strategic release management cycle
links Commercial Product Management and Pipeline Management in practice.

Software Design and Implementation (Chapter 4) discusses how to organise
design and implementation of software products in time-paced software devel-
opment. Design refers to the design or architecture of the software and how to
plan the implementation of new functionality. Implementation refers to actual
programming. Chapter 4 discusses the importance of design and presents de-
sign principles and practices, and how to organise and manage implementation.
Pair programming and refactoring are discussed more in-depth as examples of
potentially beneficial modern design and implementation practices. Next, soft-
ware evolution and so-called technical debt are discussed. Chapter 4 closes with
showing how time pacing influences design and implementation and describes
how the Cycles of Control framework can be utilised in organising design and
implementation.

Quality Assurance (Chapter 5) refers to all dynamic (e.g., testing) and static
(e.g., reviews) activities and practices that are applied to improving the quality
of the software product as part of the development process. Chapter 5 focuses
on how to organise quality assurance in an iterative and incremental software
development process. First, the fundamental concepts of software quality in the
context of iterative development are discussed. Second, key concepts that are
useful when planning an overall quality assurance approach are defined, such as
good-enough quality, test mission, and test strategy. Third, Chapter 5 describes
how the Cycles of Control framework can help you see quality assurance as an
integral part of the iterative and incremental development process instead of just
being a “separate phase at the end”.

Technical Product Management (Chapter 6) refers to a systematic approach
to dealing with items such as requirements, design models, source code, test case
specifications, and development tools. Chapter 6 discusses selected key concepts
of technical product management (version control, change control, build man-
agement, and release management) in the context of iterative and incremental
software development.

In addition to the five chapters dealing with different key areas of the Software
Engineering Management System, the book contains two appendixes that cover two
areas that we believe are in demand in most small software product companies. The
first appendix (Tool Support) discusses tool support in the context of small companies
employing iterative and incremental development processes. The second appendix
(Software Process Improvement Basics) summarises a number of software process

improvement success factors from literature and our own experience.
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How to Use this Book
Below is a possible approach on how you should go about reading this book:

1. Skim through the book, look at the titles and read the points highlighted with
boxes.

2. Read Chapter 1 to understand the core idea and concepts, and to get an overview
of the rest of the book.

3. Read any of the chapters 2-6 to learn more on the key areas in managing soft-
ware product development and their connection to development rhythm.

Depending on your role, you may find some chapters relatively more interesting than
others. However, a key point on our agenda is to provide a common point of reference
(that is, thythm) to help Business and Development People understand each other’s
work.

Thus, if you find some of the chapters interesting and useful, we strongly recom-
mend that you also take a look at those chapters that seem the least relevant for you,
and try to figure whether that is really the case.
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